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                                                         ABSTRACT 

Increasing number of input sizes are caused by the exponential growth of test input interaction 

and create a large input space. The problem examine is needed to do so fast that even the fasted 

computers require an insufferable amount of time. It limits the ability of computers to solve 

large input space problems. Only less amount of test case can solve the problem. Since twenty 

years many useful t-way strategies have been developed to reduce test case size. Deterministic 

and non-deterministic search strategies are used to design T-way (sequence-less) strategy such 

as, High level Hyper Heuristic (HHH), Harmony Search Strategy (HSS),Cuckoo Search 

Strategy (CSS),Particle Swarm Test Generator (PSTG), Simulated Annealing (SA), Genetic 

Algorithm (GA), Ant Colony Algorithm (ACA), Bat-Inspired t-way Strategy (BTS), Late 

Acceptance Hill Climbing (LAHC),  Nie Implementation of GA (GA-N), Automatic Efficient 

Test Generator (AETG), Modified Automatic Efficient Test Generator (mAETG), In Parameter 

Order General  (IPOG), Test Vector Generator (TVG),  Generalized T-Way Test Suite 

Generator (GTWay), Density, para order etc. Sequence-less strategy indicates the inputs are 

taken as parameterized. From the literature it is found that the T-way strategy for sequence-

less input interaction is an NP-hard problem. So no one can get optimum solution for every 

combination of system configuration. In this research an algorithm is proposed and 

implemented to enhance the T-way input interaction test strategy (sequence-less). To check the 

effectiveness, the proposed algorithm is compared with the other renown deterministic and 

non-deterministic search based T-way strategies. The result help to show that the strategy (for 

sequence-less input interaction) able to generate feasible results and minimize the number of 

test cases compared with other strategies. 

 

Keyword: T-way testing, Combinatorial input interaction, Deterministic and non-deterministic 

combinatorial strategy, Deterministic and non-deterministic searching algorithm. 
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CHAPTER 1 

INTRODUCTION 

 

1.1Background  

At present, software systems controlled modern society. The multi-functional and complex 

designed software has multiple inputs. As a result sufficient software testing is helped while 

regarding the multiple numbers of input interactions software verification and validation. 

Insufficient software testing may cause oversight.  

 

1.1.1 CIIT with Sequence-less Inputs Interaction  

Fig. 2.1 shows the framework of sequence-less input interaction, where the W, X, Y, Z inputs 

with two values in each. The sequence-less input interaction can be interaction with uniform 

values. 

 

 1.1.2 Sequence-less input interaction with uniform values 

In this interaction, each input holds same number of values. For example, {W, X, Y, Z} is a 

set of four inputs with two values {w1, w2}, {x1, x2}, {y1, y2} and {z1, z2} (in Table 1.1). 

Then the exhaustive input interaction is 𝑣𝑝,ie.,24or 24. The Table 2.2 shows the exhaustive 

test cases (generated from the Table 1.1) are 16. When increasing number of inputs and 

values effect on cost and time.  

 

 

             Figure 1.1:  Framework of sequence-less input interaction (Othman, 2012) 
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                                            Table 1.1: Inputs with uniform value 

                                              

                                 Table 1.2: Exhaustive test cases generated from the Table 1.1  

    No.     Exhaustive test case 

     1            [w1,x1,y1,z1] 

     2            [w1,x1,y1,z2] 

     3            [w1,x2,y1,z1] 

     4            [w1,x2,y1,z2] 

     5            [w1,x1,y2,z1] 

     6            [w1,x1,y2,z2] 

     7            [w1,x2,y2,z1] 

     8            [w1,x2,y2,z2] 

     9            [w2,x1,y1,z1] 

    10            [w2,x1,y1,z2] 

    11            [w2,x2,y1,z1] 

    12            [w2,x2,y1,z2] 

    13            [w2,x1,y2,z1] 

    14            [w2,x1,y2,z2] 

    15            [w2,x2,y2,z1] 

    16            [w2,x2,y2,z2] 

 

The t-way strategy can reduce the number of test cases. In t-way strategy is made based on the 

specific input strength t, where t is less than the number of input parameter. Consider the test 

cases are needed to design for a system with four parameters (P) with two values (V) in each 

(as in Table 1.1). The t-way strategy is used to generate test cases for the given system 

configuration where t indicates the strengths (2, 3, 4, 5, 6,…, N). This t-way strategy is designed 

with Covering Array (CA). 

Covering Array (CA): The CA can be defined as CA (N; t, k, v), where N is the number of 

final test cases, t is strength, the number of independent input parameter is k, and v is the 

discrete value. The size of the CA can be defined as N x k, where each column represents a 

parameter and each row represents a test case. The t is any t columns of the array and each of 

the 𝑣𝑡 possible t-way tuples appears at least once (Kuhn, et. al., 2010). For example, suppose 

a system consists k parameters P1, P2,…,𝑝𝑘 Each  𝑝𝑖 consists 𝑣𝑖  values, where 1≤ i ≤k. The 

number of test candidate can be found from v1× v2× v3×… ×𝑣𝑘 . We are needed to cover all 

the t-way tuples but it is too expensive to test all the input combination. Therefore, method is 

needed to apply and solve some testing criterion.  
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                         Table 1.3: Test cases using t-way strategy for the uniform input interaction 

 

 

                                        Table 1.4: 3-way tuples for the uniform values 

    No  3-way 

tuple 

   No 3-way 

tuple 

    No 3-way tuple     No 3-way tuple 

     1 [w1, x1, y1]     9 [w1, x1, z1]     17 [w1, y1, z1]     25 [x1, y1, z1] 

     2 [w1, x1, y2]    10 [w1, x1, z2]     18 [w1, y1, z2]     26 [x1, y1, z2] 

     3 [w1, x2, y1]    11 [w1, x2, z1]     19 [w1, y2, z1]     27 [x1, y2, z1] 

     4 [w1, x2, y2]    12 [w1, x2, z2]     20 [w1, y2, z2]     28 [x1, y2, z2] 

     5 [w2, x1, y1]    13 [w2, x1, z1]     21 [w2, y1, z1]     29 [x2, y1, z1] 

     6 [w2, x1, y2]    14 [w2, x1, z2]     22 [w2, y1, z2]     30 [x2, y1, z2] 

     7 [w2, x2, y1]    15 [w2, x2, z1]     23 [w2, y2, z1]     31 [x2, y2, z1] 

     8 [w2, x2, y2]    16 [w2, x2, z2]     24 [w2, y2, z2]     32 [x2, y2, z2] 

   

In the above sample input in the Table 1.1, using t-way strategy, a system configuration can be 

defined by CA (N; 3, 24), where the number of test cases is N, the interaction strength is 3, the 

uniform values is 2 and 4 indicates number of parameters. Table 1.3 shows the generated test 

cases N=8.The 32, 3-way tuples (combination of 3 Values) are shown in Table1.4. All of the 

3-way tuples are be covered must be covered by the generated test cases in Table 1.3.   

 

1.2Motivation of the Research 

In combinatorial testing test case has been increased. So, we need to reduce test case by the 

efficient way. So, this research applies Nondeterministic searching algorithm. 

Nondeterministic means all time get same output for same input. It is an NP hard problem; no 

one can challenge to generate minimum number of test cases for every test configuration 

(Othman, 2012; Afzal et al., 2009). Motivated by the above problems, in this thesis, a new t-

way strategy has been proposed.  

 

 

     No.               Test case 

       1            [w1,x1,y1,z1] 

       2            [w1,x2,y2,z1] 

       3            [w1,x2,y1,z2] 

       4            [w1,x1,y2,z2] 

       5            [w2,x2,y1,z1] 

       6            [w2,x1,y1,z2] 

       7            [w2,x1,y2,z1] 

       8            [w2,x2,y2,z2] 
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1.3Problem Statement 

Software test design Combinatorial Explosion (CE) is an important issue. Furthermore, the 

exhaustive input interaction testing is not fully practiced by the test engineers when time and 

cost constraints (Williams & Robert, 2001).  

Since 1995, there are many sequence-less t-way test strategies are developed. Many Meta –

heuristic searching algorithm was use to solve this problem. Like SA( Cohen et al.,2008), FA 

(Zamli et al.,2018), HHH (Zamli et al., 2016; Zamli et al., 2017) is based on a tabu search 

Algorithm. Everybody compare their result with another algorithm’s result. As a result they 

can understand strength and limitations of each strategy, and highlighted the possible research 

for future work in this area.  (Alsewari & Zamli, 2014). 

 

1.4Research Objective 

The aim and objective of this research is to design and evaluate a new strategy based      on t-

way strategy. To fulfills the aim, the following objectives are taken under consideration: 

 To design and implement a t-way sequence-less input interaction test strategy.   

 To evaluate the performance of the proposed system with other competing 

strategies on the basis of the generated test suite size.   

 

 1.5Research Scope 

This research focus is to design and develop an integrated t-way strategy supporting sequence-

less input interaction to generate test suite (Fig. 1.2). These processes are the media between 

planning and test execution processes. The test implementation and execution activity involves 

run the tests. The exit criteria is defined time when test planning and before test execution 

started. Test closure activities concentrate on making sure that everything is well organized 

(Morgan et al., 2015).                               
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                            Figure1.2: Fundamental of test processes (Morgan et al., 2015) 

In this research, the design of a new t-way strategy is taken as the main target, which can be 

used to generate optimum or minimum number of test cases. We also focus time and space 

complexity can be ignored.  

 

1.6Research Questions 

1. How to design and implement a t-way sequence-less input interaction test strategy? 

2. How to evaluate the performance of the proposed system with other competing strategies on 

the basis of the generated test suite size? 

 

 1.7Thesis Organization 

The problem statement, research objective, research scopes, research motivation, as well as 

research question are introduced in this chapter. The rest of the thesis is organized as follows.   

Chapter 2 begins with the definitions and examples of some terminologies underlying of this 

research. It can do combinatorial methods for t-way test strategies considering sequence-less 

input interaction.  

Chapter 2 begins with the definitions and examples of some terminologies underlying of                 

this research. It can do combinatorial methods for t-way test strategies considering sequence-

less input interaction. 

Chapter 3 presents the design and development of a new strategy for software input interaction 

testing based on t-way strategy which considers sequence-less input interaction. 

Chapter 4 discusses the evaluation of FSSA for sequence-less input interaction on the basis of 

finding the correctness of the generated test cases. 

Finally, Chapter 5 summarizes the Acquirement and limitation of the proposed design and 

implementation. Chapter 5 concludes this research work with some recommendation of future 

direction. 
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                                                     CHAPTER 2 

LITERATURE REVIEW 

The enacting terminologies related to t-way strategy describe by this chapter. The existing t-

way strategies supporting sequence-less input interaction are analyzed. A new algorithm for t-

way strategy is analyzed to get the usefulness of assumption.  

 

2.1Nondeterministic and Deterministic Combination Strategies   

The existing t-way strategies can be divided into two groups, like as, nondeterministic and 

deterministic combination strategy. 

The nondeterministic combination strategies, same input parameter model may lead to different 

test suites. Some existing nondeterministic t-way strategies which adopt heuristic search 

algorithms are as follows: High level Hyper Heuristic (HHH) (Zamli et al., 2017), Harmony 

Search Strategy (HSS) (Alsewari & Zamli, 2011), Particle Swarm based Test Generator 

(PSTG) (Ahmed et al., 2012a; Ahmed et al., 2012b), Cuckoo Search Strategy (CSS) (Nasser et 

al., 2015), Simulated Annealing (SA) (Cohen et al., 2003), Genetic Algorithm (GA) (Shiba et 

al., 2004), Ant Colony Algorithm (ACA) (Shiba et al., 2004), Bat-inspired Testing Strategy 

(BTS) (Alsariera & Zamli, 2015).   

The deterministic t-way strategies always generate the same test suite for every execution and 

give same input parameters, values and strengths. Some deterministic t-way strategies are as 

follows: In Parameter Order for N-way test (IPO-N) (Nie et al., 2005), Automatic Efficient 

Test Generator (AETG) (Cohen et al., 1994; Cohen et al., 1997), Modified Automatic Efficient 

Test Generator (mAETG) (Cohen, 2004), In-Parameter-Order-General (IPOG) (Lie et al., 

2007), Modified In-Parameter-Order-General (MIOPG) (Younis et al., 2011), Intelligent Test 

Case Handler (ITCH) (Hartman et al. 2007), Jenny (Jenkins, 2005), Test Vector Generator 

(TVG) (Arshem, 2010), Test Configuration (TConfig) (Williams, 2000), Generalized T-Way 

Test Suite Generator (GTWay) (Zamli et al., 2011), Density (Bryce & Colbourn, 2009). 

 

2.2 Existing t-way Strategies for Sequence-less Input Interaction  

In the last decade number of method have been developed for enhancing t-way strategy for 

sequence-less input interaction. Now I will describe. 

 

 

 



7                                                                                                   ©Daffodil International University 

 

2.2.1 High Level Hyper Heuristic (HHH) 

The High Level Hyper Heuristic (HHH) (Zamli et al., 2017) strategy is a hybrid t-way test case 

generation strategy. The four low level meta-heuristic algorithms is selection and acceptance 

based on the improvement, diversification and intensification operator. The adopted low level 

meta-heuristic algorithms are designed for continuous problems. 

 

2.2.2 Harmony Search Strategy (HSS) 

Alsewari and Zamli (2011), meta-heuristic algorithm adopted harmony search (HS) for t-way 

test strategy to generate test suite. It is population-based algorithm. The HS uses a 

probabilistic-gradient in its search space and to select the current solution to adopt 

mathematical equations for better solution. It is proved that the harmony search algorithm 

perform well in solving entirely interactive combinatorial problems (Alsewari and Zamli, 

2011). 

 

2.2.3 Particle Swarm based Test Generator (PSTG)  

Ahmed et al. (2012a; 2012b) designed a t-way test suite generation strategy. It is called particle 

swarm test generator (PSTG). It is obtained by particle swarm optimization (PSO) (Ahmed et 

al., 2012a; Ahmed et al., 2012b; Mahmoud & Ahmed, 2015).It is also population based 

optimization method (Kennedy & Eberhart, 1995a; Kennedy & Eberhart, 1995b).PSO include 

a group of particles with insignificant mass and volume and which move through hyperspace. 

 

2.2.4 Cuckoo Search Strategy (CSS) 

Cuckoo search strategy (CSS) (Nasser et al., 2015) is a recent strategy for t-way test generation. 

It creates random initial nests. Each egg in a nest represents a vector solution indicates a test 

case. Firstly, a new nest is created through levy flight path (Yang & Deb, 2009). Then it is 

appreciated against the existing nests. If there is found a better result, the new nest is replaced 

as present nest. Secondly, CS has probabilistic elitism in order to maintain elite solutions for 

the next generation. 

 

2.2.5 Simulated Annealing (SA) 

Cohen et al. (Cohen et al., 2003) used simulated annealing (SA) to solve t-way combinatorial 

problem. This is also a heuristic searching method to acquire optimal test suite. In this 

technique, first feasible solution is set as a best solution then compare with the best solution. A 

transformation function is used to select the next feasible solution. Two things are used to 

control the iteration like cooling rate and temperature (Cohen et al., 2003b).  
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2.2.6 Genetic Algorithm (GA) 

Genetic algorithm (GA) proposed for t-way test strategy to generate test suite (Shiba et al., 

2004). It is the process of natural selection It begins with randomly created test cases, based on 

chromosomes. These crossover and mutation is happening until a termination criterion is met. 

The goodness of a candidate function estimate by use fitness function. A selection function 

selects a number of good candidate solution. The best chromosomes are selected and added to 

the final test suite. 

 

2.2.7 Ant Colony Algorithm (ACA) 

Ant colony optimization (ACO) algorithm adopted on t-way test strategy (Shiba et al.,2004). 

It is the behavior of natural ant colonies to find paths from the colony to food. The candidate 

solutions are determined by each path from a starting point to an ending point that associated 

with the candidate solution. The amount of pheromone deposited in each ant movement path 

are selected based on the candidate solution The next candidate solution is based on the larger 

number of pheromone. Finally, there may have possibility to achieve near optimum or optimum 

solution to the target problem.  

 

 2.2.8 Bat-Inspired t-way Strategy (BTS) 

Alsariera & Zamli (2015),bat algorithm adapted for t-way strategy to generate test suite, which 

is called bat-inspired testing strategy (BTS). The bat algorithm (BA) (Yang, 2010) is a natural-

inspired algorithm. The interpretation of the nature may not perfect. The BA is a population 

optimization algorithm. The Bats find its best moving dimension from its position and velocity. 

In every iteration, the bat algorithm provides an exhaustive local search method throughout its 

random walk behavior to find the best solution. 

 

2.2.9 Late Acceptance Hill Climbing (LAHC) 

Late Acceptance based Hill Climbing (LAHC) is a heuristic search algorithm (Zamli et al., 

2015). When a candidate cost function is better (or equal) which accept non improving moves. 

Each current solution is employed during the later (not immediate) acceptance procedure. 

LAHC is started from a randomly generated initial solution and it evaluates a new candidate in 

order to accept or reject at each iteration. The last element is compared with The candidate cost 

of the list and if not worse than accepted. After the acceptance procedure, the cost of the new 

current solution is inserted into the beginning of the list and the last element is removed from 

the end of the list. When the inserted current cost is equal to the candidate's cost in the case of 

accepting only, but in the case of rejecting it is equal to the previous value (Burke & Bykov, 

2017).  
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2.2.10 Nie Implementation of GA (GA-N) 

The GA-N is the upgraded version of GA (Shiba et al.,2004). where N indicates N 

(N=2,3,4,5,6…) number of interaction.   

 

2.4 Summary 

In combinatorial input interaction testing the t-way test strategy focus is to reduce number of 

test cases. Number of researchers are doing research on t-way test strategy for sequence-less 

input interaction and found that it is NP-hard problem (Shiba et al., 2004; Younis et al., 2010; 

Othman & Zamli, 2011; Nie & Leung, 20). No researcher can claim that their strategy able to 

produce the optimum number of test cases for all configuration. Therefore, there is still space 

for research to design algorithm for t-way test strategy to get lower number of test cases. Next 

chapter discusses about the proposed t-way strategy algorithm design and implementation. 
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                                                                     CHAPTER 3 

RESEARCH METHODOLOGY 

 

Sequence-less t-way strategies are NP-hard problem. Now I will discusses a new design on test 

case tuple test data (ITCG) generate strategy which supports sequence-less input interaction. 

ITCG strategy for sequence-less input interaction is considered input parameters with uniform 

values. The overall design is discussed.  

 

3.1 Design of Proposed ITCG Strategy  

 Fig. 3.1 shows and describes an overview of the proposed ITCG strategy. The design of ITCG 

strategy consists three part, such as, test input data generator (TIDG), tuple generator (TG) and 

test case generator (TCG). The TCG is designed to generate final test suite. However, the ITCG 

strategy is designed to support higher number of strength and higher number of input test 

configuration.  

                           

                                  Figure 3.1: Framework of ITCG strategy 

3.2 Design of ITCG strategy for Sequence-less Input Interaction   

The design of ITCG strategy for sequence-less input interaction consists of test input data and 

t-way tuple generate then create final test case or test suite. The coverage of t-way tuples check 

by test input data generator uses TID. A condition value is also used to compare the t-way tuple 

coverage.         
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3.2.1 Design of TIDG for sequence-less input interaction    

The TIDG consists of TID for sequence-less input interaction. The generated lists of TID are 

stored into an exhaustive array. The TID are used for test case generator and the t-way tuple 

generator. The number of TID can be calculated from the number of variables associated with 

the input parameter.       

Algorithm 3.1: Test data generator for sequence-less input interaction  

Input: Position(pos) 

Outputs: The number of generated input data.   

Process: 

1. If pos>input then 

2.   For i=1 to input do 

3.     Set numeric values of exhaustive test cases into a     

4.   End For 
5.   For i=input+1 to 14 

6.      Initialize values of Structure a to {0,0} 

7.   End For 

8.   Store numeric values of a to Exhaustive 

9.   Call tupleGen () function for current Exhaustive Test Case 

10. End IF 

11. For j=1 to values do 

12. Mark the current position as taken 

13. Increment pos by 1 and Go to Step 1 

14. End For 

            

End of Test Input Data Generator 

 

Figure 3.2: Algorithm for test input data generator. 

Like a test configuration CA (N;T, 𝑉𝑃), where N the number of test cases, T strength , V values 

and P parameters. The total number of TID can be calculated from the P power of V( 

𝑉𝑃).Example: configure CA (N; 2, 23 ) where T=2, V=2 and P=4. Test input data is 24 or 16. 

The input parameters are shown in Table 2.1. The expected lists of TID from Table 2.1 are 

shown in Table 2.2 

 

3.2.2 Design of t-way Tuple Generator for Sequence-less Input Interaction 

Now algorithm 3.2 shows the generating t-way tuples. The lists of TID are used to generate t-

way tuples. Loop need to continue to generate the t-way tuples. The number of input parameters 

and values are needed to generate t-way tuples. For the number of parameters 3, 4, 5, 6, 7, 8, 

9, 10 and values are 23-1 or 7, 24-1 or 15, 25-1 or 31, 26-1 or 63, 27-1 or 127, 28-1 or 255, 29-

1 or 511, 210-1 or 1023 respectively. The specific number of input parameter generate of t-

way tuple.     
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Algorithm 3.2: t-way tuple generator for sequence-less input interaction  

Input: Input: Position(pos), Counter(cnt),Index(idx) 

Outputs: All tuples for each exhaustive test cases (TempTuple),All unique tuples (Tuple) 

Process: 

1. If cnt = ways then 

2. Initialize paired values of Structure a to {0,0} 

3.   For i=0 to cnt-1 do 

4.     Set numeric values of tuples into a 

5.     Convert numeric values of a to String tmp 

6.   End For 

7.     Store String values from tmp to Tuple 

8.     Store String values of a to Temp Tuple 

9.     Return 

10.  End IF 

11. If pos>input then 

12. End IF 

13. Mark the current position as taken 

14. Increment pos by 1 and cnt by 1 and Go to Step 1 

15. Increment pos by 1 and Go to Step 1     

16. Return T-way Pairs list.  

 

End of Tway Tuple Generator 

                        

                             Figure 3.3: Algorithm for t-way tuple generator 

For test configuration CA (N; 3, 24 ). Algorithm 3.2 (Fig. 3.3) can be generated t-way tuple. 

Assume the parameters are W, X, Y and Z refer to the Table 2.1 in Chapter 2. The number of 

3-way tuple depends on the sum of the 3-way combination of parameters multiplied by their 

number of values. The 3-way combinations of the four parameters W, X, Y and Z are (W, X, 

Y), (W, X, Z), (W, Y, Z) and (X, Y, Z). The number of 3-way tuple can be generated (2*2*2) 

+ (2*2*2) + (2*2*2) + (2*2*2) or 32.  

 

3.3  Design of Test Case Generator  

Final test suite generation show by the algorithm 3.3. These process complete four phases. First 

phase, the selection of strategy is made for sequence-less input interaction. Second phase, the 

corresponding input data generator is called to generate input interaction data. For sequence-

less strategy, the test input data generator and tuple generator generated data are stored into 

two different data set respectively. The data set are used for test case generator. Third phase, a 

condition value is generated for tuple search. The condition value is depending on t-way tuple 

coverage of a test candidate. 
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For sequence-less input interaction, the condition value define by an integer number, which is 

generated from the maximum number of t-way tuple from each test candidate. The number of 

input parameters (P) and strength (t) combination is calculated. If the total number of generated 

t-way tuple and condition value are known when any test configuration the optimum number 

of test cases can be found. The optimum number of test cases in a test suite is found by taking 

fist test case and search left and right from this test case and also take a length how much test 

cash is search from left and right. The optimum number of test cases always found as integer 

value not found another value. Table A.1 in Appendix A shows optimum number of test cases 

for some sequence-less (uniform values respectively) input test configurations.  

The above requirements for the proposed ITCG strategy for sequence-less input interaction is 

designed to fulfill the algorithm in Fig. 3.3  

 The completion of all TID elements checking effect on the condition value to reduce by 1. 

This algorithm also checks that all the nodes in the t-way tuple are covered or not. The fully 

covered tuple indicates the search is complete. All nodes in t-way tuple are not covered which 

indicates the generated test suite is wrong when the condition value decreased to zero. On the 

other hand, all nodes in t-way tuple tree are covered, indicates the generated test cases are 

correct when the condition value is greater than zero.  

Algorithm 3.3: Test case generator   

Input: Pivot (pivot), Jump (jump) 

Output: Taken Exhaustive test cases after Searching. 

Process: 

1. Initialize pivot and jump size 

2. While until Tuple is empty do 

3.     Mark pivot as taken and store pivot into vector ans 

4.     For i=0 to TempTuple[pivot],size()-1 do 

5.       IF ith Tuple Exists in Tuple then delete ith tuple from Tuple 

6.       End IF 

7.     End For 

8.     IF Tuple is empty then Break 

9.     End IF 
10.    Set k=pivot+1,d=0,cv=0,idx=0 

11.    While until k<Exhaustive AND cv<jump do 

12.        IF k is marked as taken Then 

13.            Set k=k+1 

14.            Go to Step 11 

15.        End IF 
16.        Set cnt=0 

17.        For i=0 to TempTuple[k], size()-1 do 

18.          IF ith tuple exists in Tuple set cnt=cnt+1 

19.          End IF 

20.        End For 

21.        IF cnt>d Then 

22.             Set d=cnt 

23.              Set idx=k 

24.        End IF 
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25.        Set k=k+1 and cv=cv+1 

26.    End While 

27.    Set k=pivot-1 and cv=0 

28.    While k>=0 AND cv<Jump do 

29.       IF k is marketed as taken Then 

30.          Set k=k-1 

31.          Go to Step 27 

32.       End IF 
33.       Repeat Steps 15 to 19 

34.       IF cnt=d Then 

35.          IF pivot –k<idx –pivot Then 

36.                Set idx=k 

37.          End IF 

38.       Else If cnt>d Then 

39.              Set d=cnt and idx=k 

40.       End IF 

41.       Set k=k-1 and cv=cv+1 

42.     End While 
43.     Set pivot=idx 

44.   End While 

45.   Print taken Exhaustive test cases after Search. 

 

 

     End of Test Case Generation    

 

    Figure 3.4: Algorithm of test case generation (continue from previous page) 

The first test case always can cover maximum number of tuple. When we search left and right 

from Initial test case if we found 2 different test cases can cover same maximum number of 

tuple, we will take close test case from initial test case test case. Then add the selected TID 

element in final test case list, if the numbers of any TID element generated number of t-way 

covered tuple are same as the condition value. The respective covered t-way tuple of the test 

case and the test case itself are deleted from the original t-way tuple list and TID list 

respectively for the case of sequence-less input interaction, to reduce the redundant searching. 

While the condition value becomes zero or the original t-way tuple list become empty, 

searching process are not work. Every iteration the original t-way tuple list is checked whether 

all the t-way tuples are covered or not. The selected TID are the final test suites indicate by all 

t-way covered tuple. In this algorithm, the recursive technique is applied to generate test. 
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3.4 Summary 

Number of research paper have been read to get idea on t-way strategy development. 

Researchers are embedding different searching algorithms (deterministic and non-

deterministic) such as AETG, TVG, Jenny, IPOG, Density, mAETG, IPO-N, and HHH.HSS, 

PSTG, CSS, SA, GA, ACA, BTS, LAHC,GA-N etc. In this thesis a nondeterministic searching 

algorithm (proposed in the Figure 3.5) is used to get feasible number of test cases.  
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                                                                    CHAPTER 4 

 EXPERIMENTAL RESULTS 

This chapter discusses about the performance of test case tuple test data (ITCG) strategy for 

sequence-less input interactions. This phase discusses the generated results from ITCG strategy 

and test cases in terms of cover all generated t-way tuples. Benchmarking against the existing 

strategies is explored by the performance evaluation of ITCG strategy.  

 

4.1 Demonstration of ITCG Strategy Correctness 

The demonstration of ITCG strategy correctness is shown in this phase. The demonstration of 

correctness is based on sequence-less (parameter with uniform values). 

 

 4.1.1 Sequence-less (parameter with uniform values) Interaction       

The generated test cases, the number of 2-way tuples covered by each test cases as well as the 

corresponding 2-way tuples generated from the test cases show table 4.1. The system 

configuration CA (N; 2, 34) is taken as a test sample, where 2 is the strength and  34 indicates 

4 parameters with uniform values 3. Here the 4 parameters values are considered as {w1, w2, 

w3}, {x1, x2, x3}, {y1, y2, y3} and {z1, z2, z3}. System configuration CA (N; 2, 34) generates 

total 54 2way tuples. Each test case is able to cover compute maximum number of 2-way tuples 

by using ITCG strategy for sequence-less input interaction. it is observed that tuples the 9 test 

cases cover total (6*9) and each of the 9 test cases covered 6 2-way or 54 2-way tuples (shown 

in Table 4.2). The Table 4.2 demonstrates the test cases 1, 2, 3, 4, 5, 6, 7, 8 and 9 cover the 

tuples (shown in Table 4.2). The Table 4.2 demonstrates the test cases 1, 2, 3, 4, 5, 6, 7, 8 and 

9 cover the Table 4.1: Generated test cases for the system configuration CA (N; 2, 34) using 

TWIIT strategy for sequence-less (parameter with uniform values) input interaction.  

Table 4.1: Generated test cases for the system configuration CA (N; 2, 34) using TWIIT 

strategy for sequence-less (parameter with uniform values) input interaction. 

No. Generated Test    

Cases 

     Cases  

Covered 2-

way   Tuples 

2-way tuple generated by test case 

 1. w1,x1,y1,z1 6 {w1,x1},{w1,y1},{w1,z1},{x1,y1},{x1,z1},{y1,z1} 

 2. w1,x2,y2,z2 6 {w1,x2},{w1,y2},{w1,z2},{x2,y2},{x2,z2},{y2,z2} 

 3. w1,x3,y3,z3 6 {w1,y3},{w1,y3},{w1,z3},{x3,y3},{x3,z3},{y3,z3} 

 4. w2,x1,y2,z3 6 {w2,x1},{w2,y2},{w2,z3},{x1,y2},{x1,z3},{y2,z3} 

 5. w2,x2,y3,z1 6 {w2,x2},{w2,y3},{w2,z1},{x2,y3},{x2,z1},{y3,z1} 

 6. w2,x3,y1,z2 6 {w2,x3},{w2,y1},{w2,z2},{x3,y1},{x3,z2},{y1,z2} 

 7. w3,x1,y3,z2 6 {w3,x1},{w3,y3},{w3,z2},{x1,y3},{x1,z2},{y3,z2} 

 8. w3,x2,y1,z3 6 {w3,x2},{w3,y1},{w3,z3},{x2,y1},{x2,z3},{y1,z3} 
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 9.  w3,x3,y2,z1        6 {w3,x3},{w3,y2},{w3,z1},{x3,y2},{x3,z1},{y2,z1} 

 

Table 4.2: Generated 2-way tuples for the system configuration CA (N; 2, 34) using 

TWIIT strategy for sequence-less (parameter with uniform values) input interaction. 
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1  w1,x1, 1 19       w1,z1 1 37       x1,z1 1 

2  w1,x2 2 20       w1,z2 2 38       x1,z2 7 

3  w1,x3 3 21       w1,z3 3 39       x1,z3 4 

4  w2,x1 4 22       w2,z1 5 40       x2,z1 5 

5  w2,x2 5 23       w2,z2 6 41       x2,z2 2 

6  w2,x3 6 24       w2,z3 4 42       x2,z3 8 

7  w3,x1 7 25       w3,z1 9 43       x3,z1 9 

8  w3,x2 8 26       w3,z2 7 44       x3,z2 6 

9  w3,x3 9 27       w3,z3 8 45       x3,z3 3 

10   w1,y1 1 28        x1,y1 1 46       y1,z1 1 

11   w1,y2 2 29        x1,y2 4 47       y1,z2 6 

12   w1,y3 3 30        x1,y3 7 48       y1,z3 8 

13   w2,y1 6 31        x2,y1 8 49       y2,z1 9 

14   w2,y2 4 32        x2,y2 2 50       y2,z2 2 

15   w2,y3 5 33        x2,y3 5 51       y2,z3 4 

16   w3,y1 8 34        x3,y1 6 52       y3,z1 5 

17   w3,y2 9 35        x3,y2 9 53       y3,z2 7 

18   w3,y3 7 36        x3,y3 3 54       y3,z3 3 

 

4.2 Benchmarking of ITCG Strategy   

This is a nondeterministic based strategy. The reported test suites size is produced from 20 

times execution of the program. The ITCG is compared with existing strategies. Test suite sizes 

define which strategy is best. Other t-way strategies (Zamli, et. al., 2017; Zamli, et. al., 2016; 

Stardom, 2001; Ahmed, et. al., 2015; Ahmed, et. al., 2012;  Cohen, 2005; Garvin, et. al., 2010; 

Bryce & Colbourn, 2007; Ahmed, et. al., 2012; Alsewari, 2012;  Ahmed, 2012) are taken for 

benchmarking from Only the published test configurations. The comparison show that 

nondeterministic and deterministic search based t-way strategies. Test suites size indicate by “ 

bold’’ the minimum size of test suite and others are feasible solution for the configuration of 

interests. The results are not available in any publication for the particular method which define 

“-” (dash) sign. The test suite size is optimum and best solution indicates ‘*’ (star) sign.  
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4.2.1 Sequence-less (parameter with uniform values) Interaction    

The results are evaluated by benchmarking with existing t-way strategies for sequence-less 

(parameter with uniform vaules) interaction. The nondeterministic based t-way strategies are: 

HHH (Zamli, et. al., 2016;), HSS (Alsewari, & Zamli, 2012), PSTG (Ahmed, et.al., 2012), CSS 

(Ahmed, et. al., 2015), SA (Cohen, et. al., 2003), GA (Shiba, et. al., 2004), ACA (Shiba, et. al., 

2004), BTS(Alsariera & Zamli, 2015), LAHC (Zamli, et. al., 2015), and GA-N (Shiba, et. al., 

2004). Besides the deterministic based t-way strategies are: IPO-N (Nie, et. al., 2005), 

AETG(Cohen, et. al., 1997), mAETG (Cohen, 2004), IPOG (Lie, et. al., 2007a), MIOPG 

(Younis, et. al., 2011), ITCH (Hartman, et. al. 2007), Jenny (Jenkins, 2010), TVG(Arshem, 

2010), TConfig (Williams, 2000), GTWay(), Density(Wang et al., 2008), ParaOrder (Wang et 

al., 2007), PICT(Czerwonka, 2006) and ITTSG(Othman, 2012). SA and GA generate better 

result from most other strategies for lower interaction (t<3) refer to Table 4.7,. For the HHH, 

CSS, ACA, GA-N, IPO-N, mAETG, AETG strategies, there are no published result found for 

the system configurations (in Table 4.3) with interaction greater than 3 (t>3).  

Table 4.3 Benchmarking of ITCG strategy (uniform values) with existing deterministic and 

Nondeterministic based t-way strategies 
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CA (N; 2, 𝟑𝟒) 9* 9* 9* 9* 9* 9* 9* 9* 9* - - - 

CA (N; 2, 𝟐𝟏𝟑) 9* 19 - - 17 - 16 17 17 - - - 

CA (N; 3, 𝟑𝟒) 33 27 27 27 27 27 - - - - - - 

CA (N; 3, 𝟑𝟔) 15 34 33 39 42 43 33 33 33 - - 52 

CA (N; 3, 𝟒𝟔) 64* 64* 70 - 102 105 64* 64* 64* - - 85 

CA (N; 4, 𝟓𝟓) 749 727 - - 783 - - - - - - - 

CA (N; 4, 𝟑𝟔) 135 132 - 134 - - - - - 132 132 - 

CA (N; 4,𝟐𝟏𝟎) 9* 42 - - - - -  - - - - 

CA (N; 5, 𝟐𝟔) 32* 32* - - - - - - - - - - 

CA (N; 5, 𝟐𝟖) 64* 64* - 66 65 - - - - 64* 64* - 

CA (N; 6, 𝟐𝟕) 64* 64* - 64* 67 -    64* 64* - 

CA (N; 6, 𝟑𝟕) 848 848 - - - - - - - - - - 

Note: Bold value, ‘*’and ‘-‘indicate the best, minimum & optimum size of test suite, and no 

published result found, respectively  
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CA (N; 2, 𝟑𝟒) 9* 9* - 9* - - - - - - - - 

CA (N; 2, 𝟐𝟏𝟑) 9* 19 - 17 - - - - - - - - 

CA (N; 3, 𝟑𝟒) 33 27 - - 39 34 32 32 - - - 34 

CA (N; 3, 𝟑𝟔) 15 34 47 38 - 51 48 48 - 63 53 48 

CA (N; 3, 𝟒𝟔) 64* 64* 64* 77 - 112 120 64* - 64* 106 111 

CA (N; 4, 𝟓𝟓) 749 727 - - 784 837 849 773 771 - 730 - 

CA (N; 4, 𝟑𝟔) 135 132 - - - 140 - 141 - - - 142 

CA (N; 4,𝟐𝟏𝟎) 9* 42 - - 46 39 40 45 46 - 45 - 

CA (N; 5, 𝟐𝟔) 32* 32* - - - - - - - - - - 

CA (N; 5, 𝟐𝟖) 64* 64* - - - 74 - 70 - - - 64* 

CA (N; 6, 𝟐𝟕) 64* 64* - - - 87 - 64*  - - 72 

CA (N; 6, 𝟑𝟕) 848 848 - - - - - - - - - - 

Note: Bold value, ‘*’and ‘-‘indicate the best, minimum & optimum size of test suite, and no 

published result found, respectively  
 

                                               

4.3 Discussion 

In this research, the execution time is not main issue for the comparison because most 

implementations are not to be executed on the computer as used in this research.The exact 

time to generate final test cases cannot ensure nondeterministic search based strategy 

(Crepinsek, et al. 2014a; Crepinsek, et al. 2014b; Mernik, et al., 2015; Draa, 2015).My 

algorithm is also gives feasible solution for most of the test input configuration. Three result 

is best that any kind of previous algorithm is not give minimum solution than my algorithm. 

Another solution is also best like existing algorithm. This research successfully produces 

better results in many scenarios that is shown in the Table 4.3. 
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                                                        CHAPTER 5 

                                 CONCLUSION AND FUTURE WORKS 

In Chapter 4, the experimental results of ITCG strategy are practiced the goals and highlighted 

the contributions achieved from this research in the field of software test engineering. 

 

5.1 Conclusion 

The aim and objectives of this research have been successfully achieved. The findings are 

formed a guideline for designing input interaction strategy based on uniform strength. In order 

to achieve the objective detail discussion on the proposed ITCG strategy design modules are 

done. A new t-way strategy, has been successfully developed to generate feasible and 

competitive test cases. The developed ITCG strategy supports sequence-less input interaction. 

The sequence-less input interaction supports uniform input interaction. Finally, the generated 

test cases are proved based on the covered t-way tuples. The performance evaluation of ITCG 

is performed by comparing with the existing strategies on the basis of the number of generated 

test cases.  

The ITCG strategy can be an efficient for software assurance that empirical experience shows. 

The ITCG strategy is designed and developed to support for higher strength and higher 

numbers of input interactions. This research focuses on the traditional software interaction 

testing. I think that there are many emerging applications can be tested using the ITCG as 

similar to existing t-way strategies. The design of ITCG strategy can be extended beyond the 

application of software testing. 

 

5.2 Findings and Significant  

The ITCG strategy, for sequence-less input interaction, the integration of uniform input 

interaction can be a performance. By the development for sequence-less input interaction, 

random and input jump techniques are used to cover all t-way tuple efficiently. The 

significance of this research is this is a new approach to deal with sequence-less CIIT that 

produces better results in some scenarios that is discussed in Table 4.3.  

5.3 Recommendations for Future Works  

In this research, a new ITCG strategy is designed and developed carefully to support sequence-

less input interactions. ITCG strategy can be made efficient by using many ways. By adopting 

other random algorithms (such as nondeterministic algorithms) it can be made more efficient. 

Implementation wise ITCG can be extended in several ways. However, the jump technique is 

ease for the ITCG strategy to implementation the concurrent and can be reduced the t-way tuple 

search time. ITCG strategy can be extended for input-output based relations and variable 

strength interaction for generating test cases. Finally, to establish a more efficient t-way input 
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interaction test strategy for sequence-less input interaction still deserves for future research.

  

 

5.4 Limitation                                                            

My research work still has some limitations. In the future, first we should find potential optimal 

combination of design parameter then apply our approach to more inputs to demonstrate the 

effectiveness. Second, we want to apply our algorithms to support the software testing work in 

real software enterprises and verify their effectiveness in software faults detection. My 

algorithm can be revised and improvised to work with bigger and non-uniform values.  
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                                                                APPENDIX A 

Table A.1: Theoretically calculated optimum test suite size for sequence-less input interaction 

(uniform values) 

    No. Configuration No. of Generated 

T-way   Pairs 

Condition 

Value 

Optimum 

number of Test 

Case 

1 CA (N; 2, 34) 54 6 9 

2 CA (N; 2, 213) 312 52 6 

3 CA (N; 3, 36) 540 15 36 

4 CA (N; 3, 46) 1280 16 80 

5 CA (N; 3, 57) 4375 25 175 

6 CA (N; 3, 56) 2500 20 125 

7 CA (N; 4,55) 3125 25 125 

8 CA (N; 4, 56) 9375 15 625 

9 CA (N; 4, 210) 3360 105 32 

10 CA (N; 5, 26) 192 12 16 

11 CA (N; 5, 28) 1792 64 28 

12 CA (N; 6, 27) 448 14 32 

13 CA (N; 6, 37) 5103 7 729 

14 CA (N; 4, 57) 21875 25 875 

15 CA (N; 3, 66) 4320 30 144 
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APPENDIX B 

Table B.1 shows the summary of supported interaction by the existing t-way strategies   support 

sequence -less or sequence input interaction. 

 

 Existing t-way strategies 

    Sequence-less Input  

           Interaction 

    Uniform 

       Values 

Non-

uniform    

Values 

Elitist-Flower Pollination Algorithm(FPA)(Zamli et al., 2018)           /        / 

High level Hyper Heuristic (HHH) (Zamli et al., 2017)           /        / 

Flower Pollination Algorithm(FPA)(Zamli et al., 2015)           /        / 

Particle Swarm based Test Generator (PSTG) (Ahmed et al., 2012a; 

Ahmed et al., 2012b) 

          /        / 

Cuckoo Search Strategy (CSS) (Nasser et al., 2015)           /        / 

Simulated Annealing (SA) (Cohen et al., 2003)           /        / 

Genetic Algorithm (GA) (Shiba et al., 2004           /        / 

Ant Colony Algorithm (ACA) (Shiba et al., 2004)           /        / 

Bat-inspired Testing Strategy (BTS) (Alsariera & Zamli, 2015)           /        / 

Late Acceptance based Hill Climbing  (LAHC) (Zamli et al., 2015)           /        / 

GA-N (Shiba et al., 2004)           /        / 

In Parameter Order for N-way test (IPO-N) (Nie et al., 2005)           /        / 

Automatic Efficient Test Generator (AETG) (Cohen et al., 1994; 

Cohen et al., 1997)  

          /        / 

Modified Automatic Efficient Test Generator (mAETG) (Cohen, 

2004) 

          /        / 

In-Parameter-Order-General (IPOG) (Lie et al., 2007)           /        / 

Modified In-Parameter-Order-General (MIOPG) (Younis et al., 2011)           /        / 

Intelligent Test Case Handler (ITCH) (Hartman et al. 2007)           /        / 

Jenny (Jenkins, 2005)           /        / 

Test Vector Generator (TVG) (Arshem, 2010)            /        / 

Test Configuration  (TConfig) (Williams, 2000)           /        / 

Generalized T-Way Test Suite Generator (GTWay) (Zamli et al., 

2011) 

          /        / 

Density (Bryce & Colbourn, 2009)            /        / 
Parameter Ordered (ParaOrder) (Ziyuan et al., 2007)           /        / 
Pairwise Independent Combinatorial Testing (PICT) (Czerwonka, 2006)           /        / 
Integrated t-Way Test Suite Generator (ITTSG) (Othman, 2012)            /        / 

                                                                                   

 

 

 

 


